**Numerically stable Softmax**

The Softmax function ![S_{j} =\frac{e^{Z_{j}}}{\sum_{i}^{k}e^{Z_{i}}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAdBAMAAAAZXCxJAAAAMFBMVEX///8AAADu7u6IiIjc3NyqqqpUVFQQEBDMzMxERESYmJgiIiJ2dna6urpmZmYyMjKi5QTsAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABhklEQVQ4EWNgwANy4hLwyCJJBXQicfAxWSbgk0WS81RgYDiAxMfFZJrEhUsKVZzb9BzD5QCEmLKxCRIPIQ5meSyACzAlMLg3wHkIRnMUiM3cABfhdGDghHMQDKYPziAOG0KEkYEBm5tZcx3QFHIfQGhCYvEasAB5fBYIId7CWQgOEutoLBIHzGR9eAAi9A4EFkDYWEneAqzCaIKsCgxMGxh4UUJSEBMIMPApMPAegGhGs5ojAcVMfgMGNQamdShiEA6vAZhmO/oMTDM3LzZg4OJUgEgik8w3wCpZOSYgiXIjsRkYGt+cOZdewHllAVjUE1nODZnDwAMy4y3/UrAgyyQGBogjQNzFYDE4MQfI4nXmCwAJaCosAFFQ8ALGgNDaYCVANofpgs0xD7QWwKQvfICxIDRLCZSvzwKy1XUBlMsw+QKMBaWXgWigmrArIAabAojECg5BRS8zOABZEMdiUwhO1yCX8YSi24WqHJTCWF2BCgkAXqASllw8LoPpV09Ly9xYgOoyADI/SW7TM1L/AAAAAElFTkSuQmCC)can be numerically unstable because of the division of large exponentials.  To handle this problem we have to implement stable Softmax function as below
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Here ‘D’ can be anything. A common choice is  
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Here is the stable Softmax implementation in Python

# A numerically stable Softmax implementation

def stableSoftmax(Z):

#Compute the softmax of vector x in a numerically stable way.

shiftZ = Z.T - np.max(Z.T,axis=1).reshape(-1,1)

exp\_scores = np.exp(shiftZ)

# normalize them for each example

A = exp\_scores / np.sum(exp\_scores, axis=1, keepdims=True)

cache=Z

return A,cache

While trying to create a L-Layer generic Deep Learning network in the 3 languages, I found it useful to ensure that the model executed correctly on smaller datasets.  You can run into numerous problems while setting up the matrices, which becomes extremely difficult to debug. So in this post, I run the model on 2 smaller data for sets used in my earlier posts(Part 3 & Part4) , in each of the languages, before running the generic model on MNIST.

Here is a fair warning. if you think you can dive directly into Deep Learning, with just some basic knowledge of Machine Learning, you are bound to run into serious issues. Moreover, your knowledge will be incomplete. It is essential that you have a good grasp of Machine and Statistical Learning, the different algorithms, the measures and metrics for selecting the models etc.It would help to be conversant with all the ML models, ML concepts, validation techniques, classification measures  etc. Check out the internet/books for background.
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**1. Random dataset with Sigmoid activation – Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import pandas as pd

from sklearn.datasets import make\_classification, make\_blobs

exec(open("DLfunctions51.py").read()) # Cannot import in Rmd.

# Create a random data set with 9 centeres

X1, Y1 = make\_blobs(n\_samples = 400, n\_features = 2, centers = 9,cluster\_std = 1.3, random\_state =4)

#Create 2 classes

Y1=Y1.reshape(400,1)

Y1 = Y1 % 2

X2=X1.T

Y2=Y1.T

# Set the dimensions of L -layer DL network

layersDimensions = [2, 9, 9,1] # 4-layer model

# Execute DL network with hidden activation=relu and sigmoid output function

parameters = L\_Layer\_DeepModel(X2, Y2, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="sigmoid",learningRate = 0.3,num\_iterations = 2500, print\_cost = True)
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**2. Spiral dataset with Softmax activation – Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import pandas as pd

from sklearn.datasets import make\_classification, make\_blobs

exec(open("DLfunctions51.py").read())

# Create an input data set - Taken from CS231n Convolutional Neural networks

# http://cs231n.github.io/neural-networks-case-study/

N = 100 # number of points per class

D = 2 # dimensionality

K = 3 # number of classes

X = np.zeros((N\*K,D)) # data matrix (each row = single example)

y = np.zeros(N\*K, dtype='uint8') # class labels

for j in range(K):

ix = range(N\*j,N\*(j+1))

r = np.linspace(0.0,1,N) # radius

t = np.linspace(j\*4,(j+1)\*4,N) + np.random.randn(N)\*0.2 # theta

X[ix] = np.c\_[r\*np.sin(t), r\*np.cos(t)]

y[ix] = j

X1=X.T

Y1=y.reshape(-1,1).T

numHidden=100 # No of hidden units in hidden layer

numFeats= 2 # dimensionality

numOutput = 3 # number of classes

# Set the dimensions of the layers

layersDimensions=[numFeats,numHidden,numOutput]

parameters = L\_Layer\_DeepModel(X1, Y1, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="softmax",learningRate = 0.6,num\_iterations = 9000, print\_cost = True)

## Cost after iteration 0: 1.098759

## Cost after iteration 1000: 0.112666

## Cost after iteration 2000: 0.044351

## Cost after iteration 3000: 0.027491

## Cost after iteration 4000: 0.021898

## Cost after iteration 5000: 0.019181

## Cost after iteration 6000: 0.017832

## Cost after iteration 7000: 0.017452

## Cost after iteration 8000: 0.017161

**![](data:image/png;base64,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)**

**3. MNIST dataset with Softmax activation – Python**

In the code below, I execute Stochastic Gradient Descent on the MNIST training data of 60000. I used a mini-batch size of 1000. Python takes about 40 minutes to crunch the data. In addition I also compute the Confusion Matrix and other metrics like Accuracy, Precision and Recall for the MNIST data set. I get an accuracy of 0.93 on the MNIST test set. This accuracy can be improved by choosing more hidden layers or more hidden units and possibly also tweaking the learning rate and the number of epochs.

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import pandas as pd

import math

from sklearn.datasets import make\_classification, make\_blobs

from sklearn.metrics import confusion\_matrix

from sklearn.metrics import accuracy\_score, precision\_score, recall\_score, f1\_score

exec(open("DLfunctions51.py").read())

exec(open("load\_mnist.py").read())

# Read the MNIST training and test sets

training=list(read(dataset='training',path=".\\mnist"))

test=list(read(dataset='testing',path=".\\mnist"))

# Create labels and pixel arrays

lbls=[]

pxls=[]

print(len(training))

#for i in range(len(training)):

for i in range(60000):

l,p=training[i]

lbls.append(l)

pxls.append(p)

labels= np.array(lbls)

pixels=np.array(pxls)

y=labels.reshape(-1,1)

X=pixels.reshape(pixels.shape[0],-1)

X1=X.T

Y1=y.T

# Set the dimensions of the layers. The MNIST data is 28x28 pixels= 784

# Hence input layer is 784. For the 10 digits the Softmax classifier

# has to handle 10 outputs

layersDimensions=[784, 15,9,10] # Works very well,lr=0.01,mini\_batch =1000, total=20000

np.random.seed(1)

costs = []

# Run Stochastic Gradient Descent with Learning Rate=0.01, mini batch size=1000

# number of epochs=3000

parameters = L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="softmax",learningRate = 0.01 ,mini\_batch\_size =1000, num\_epochs = 3000, print\_cost = True)

# Compute the Confusion Matrix on Training set

# Compute the training accuracy, precision and recall

proba=predict\_proba(parameters, X1,outputActivationFunc="softmax")

#A2, cache = forwardPropagationDeep(X1, parameters)

#proba=np.argmax(A2, axis=0).reshape(-1,1)

a=confusion\_matrix(Y1.T,proba)

print(a)

from sklearn.metrics import accuracy\_score, precision\_score, recall\_score, f1\_score

print('Accuracy: {:.2f}'.format(accuracy\_score(Y1.T, proba)))

print('Precision: {:.2f}'.format(precision\_score(Y1.T, proba,average="micro")))

print('Recall: {:.2f}'.format(recall\_score(Y1.T, proba,average="micro")))

# Read the test data

lbls=[]

pxls=[]

print(len(test))

for i in range(10000):

l,p=test[i]

lbls.append(l)

pxls.append(p)

testLabels= np.array(lbls)

testPixels=np.array(pxls)

ytest=testLabels.reshape(-1,1)

Xtest=testPixels.reshape(testPixels.shape[0],-1)

X1test=Xtest.T

Y1test=ytest.T

# Compute the Confusion Matrix on Test set

# Compute the test accuracy, precision and recall

probaTest=predict\_proba(parameters, X1test,outputActivationFunc="softmax")

#A2, cache = forwardPropagationDeep(X1, parameters)

#proba=np.argmax(A2, axis=0).reshape(-1,1)

a=confusion\_matrix(Y1test.T,probaTest)

print(a)

from sklearn.metrics import accuracy\_score, precision\_score, recall\_score, f1\_score

print('Accuracy: {:.2f}'.format(accuracy\_score(Y1test.T, probaTest)))

print('Precision: {:.2f}'.format(precision\_score(Y1test.T, probaTest,average="micro")))

print('Recall: {:.2f}'.format(recall\_score(Y1test.T, probaTest,average="micro")))

##1. Confusion Matrix of Training set

0 1 2 3 4 5 6 7 8 9

## [[5854 0 19 2 10 7 0 1 24 6]

## [ 1 6659 30 10 5 3 0 14 20 0]

## [ 20 24 5805 18 6 11 2 32 37 3]

## [ 5 4 175 5783 1 27 1 58 60 17]

## [ 1 21 9 0 5780 0 5 2 12 12]

## [ 29 9 21 224 6 4824 18 17 245 28]

## [ 5 4 22 1 32 12 5799 0 43 0]

## [ 3 13 148 154 18 3 0 5883 4 39]

## [ 11 34 30 21 13 16 4 7 5703 12]

## [ 10 4 1 32 135 14 1 92 134 5526]]

##2. Accuracy, Precision, Recall of Training set

## Accuracy: 0.96

## Precision: 0.96

## Recall: 0.96

##3. Confusion Matrix of Test set

0 1 2 3 4 5 6 7 8 9

## [[ 954 1 8 0 3 3 2 4 4 1]

## [ 0 1107 6 5 0 0 1 2 14 0]

## [ 11 7 957 10 5 0 5 20 16 1]

## [ 2 3 37 925 3 13 0 8 18 1]

## [ 2 6 1 1 944 0 7 3 4 14]

## [ 12 5 4 45 2 740 24 8 42 10]

## [ 8 4 4 2 16 9 903 0 12 0]

## [ 4 10 27 18 5 1 0 940 1 22]

## [ 11 13 6 13 9 10 7 2 900 3]

## [ 8 5 1 7 50 7 0 20 29 882]]

##4. Accuracy, Precision, Recall of Training set

## Accuracy: 0.93

## Precision: 0.93

## Recall: 0.93
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**4. Random dataset with Sigmoid activation – R code**

This is the random data set used in the Python code above which was saved as a CSV. The code is used to test a L -Layer DL network with Sigmoid Activation in R.

source("DLfunctions5.R")

# Read the random data set

z <- as.matrix(read.csv("data.csv",header=FALSE))

x <- z[,1:2]

y <- z[,3]

X <- t(x)

Y <- t(y)

# Set the dimensions of the layer

layersDimensions = c(2, 9, 9,1)

# Run Gradient Descent on the data set with relu hidden unit activation

# sigmoid activation unit in the output layer

retvals = L\_Layer\_DeepModel(X, Y, layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="sigmoid",

learningRate = 0.3,

numIterations = 5000,

print\_cost = True)

#Plot the cost vs iterations

iterations <- seq(0,5000,1000)

costs=retvals$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs iterations") + xlab("Iterations") + ylab("Loss")
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**5. Spiral dataset with Softmax activation – R**

The spiral data set used in the Python code above, is reused to test  multi-class classification with Softmax.

source("DLfunctions5.R")

Z <- as.matrix(read.csv("spiral.csv",header=FALSE))

# Setup the data

X <- Z[,1:2]

y <- Z[,3]

X <- t(X)

Y <- t(y)

# Initialize number of features, number of hidden units in hidden layer and

# number of classes

numFeats<-2 # No features

numHidden<-100 # No of hidden units

numOutput<-3 # No of classes

# Set the layer dimensions

layersDimensions = c(numFeats,numHidden,numOutput)

# Perform gradient descent with relu activation unit for hidden layer

# and softmax activation in the output

retvals = L\_Layer\_DeepModel(X, Y, layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.5,

numIterations = 9000,

print\_cost = True)

#Plot cost vs iterations

iterations <- seq(0,9000,1000)

costs=retvals$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs iterations") + xlab("Iterations") + ylab("Costs")

**6. MNIST dataset with Softmax activation – R**

The code below executes a L – Layer Deep Learning network with Softmax output activation, to classify the 10 handwritten digits from MNIST with Stochastic Gradient Descent. The entire 60000 data set was used to train the data. R takes almost 8 hours to process this data set with a mini-batch size of 1000.  The use of ‘for’ loops is limited to iterating through epochs, mini batches and for creating the mini batches itself. All other code is vectorized. Yet, it seems to crawl. Most likely the use of ‘lists’ in R, to return multiple values is performance intensive. Some day, I will try to profile the code, and see where the issue is. However the code works!

Having said that, the Confusion Matrix in R dumps a lot of interesting statistics! There is a bunch of statistical measures for each class. For e.g. the Balanced Accuracy for the digits ‘6’ and ‘9’ is around 50%. Looks like, the classifier is confused by the fact that 6 is inverted 9 and vice-versa. The accuracy on the Test data set is just around 75%. I could have played around with the number of layers, number of hidden units, learning rates, epochs etc to get a much higher accuracy. But since each test took about 8+ hours, I may work on this, some other day!

source("DLfunctions5.R")

source("mnist.R")

#Load the mnist data

load\_mnist()

show\_digit(train$x[2,])

#Set the layer dimensions

layersDimensions=c(784, 15,9, 10) # Works at 1500

x <- t(train$x)

X <- x[,1:60000]

y <-train$y

y1 <- y[1:60000]

y2 <- as.matrix(y1)

Y=t(y2)

# Subset 32768 random samples from MNIST

permutation = c(sample(2^15))

# Randomly shuffle the training data

X1 = X[, permutation]

y1 = Y[1, permutation]

y2 <- as.matrix(y1)

Y1=t(y2)

# Execute Stochastic Gradient Descent on the entire training set

# with Softmax activation

retvalsSGD= L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.05,

mini\_batch\_size = 512,

num\_epochs = 1,

print\_cost = True)
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# Compute the Confusion Matrix

library(caret)

library(e1071)

predictions=predictProba(retvalsSGD[['parameters']], X,hiddenActivationFunc='relu',

outputActivationFunc="softmax")

confusionMatrix(predictions,Y)

# Confusion Matrix on the Training set

> confusionMatrix(predictions,Y)

Confusion Matrix and Statistics

Reference

Prediction 0 1 2 3 4 5 6 7 8 9

0 5738 1 21 5 16 17 7 15 9 43

1 5 6632 21 24 25 3 2 33 13 392

2 12 32 5747 106 25 28 3 27 44 4779

3 0 27 12 5715 1 21 1 20 1 13

4 10 5 21 18 5677 9 17 30 15 166

5 142 21 96 136 93 5306 5884 43 60 413

6 0 0 0 0 0 0 0 0 0 0

7 6 9 13 13 3 4 0 6085 0 55

8 8 12 7 43 1 32 2 7 5703 69

9 2 3 20 71 1 1 2 5 6 19

Overall Statistics

Accuracy : 0.777

95% CI : (0.7737, 0.7804)

No Information Rate : 0.1124

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.7524

Mcnemar's Test P-Value : NA

Statistics by Class:

Class: 0 Class: 1 Class: 2 Class: 3 Class: 4 Class: 5 Class: 6

Sensitivity 0.96877 0.9837 0.96459 0.93215 0.97176 0.97879 0.00000

Specificity 0.99752 0.9903 0.90644 0.99822 0.99463 0.87380 1.00000

Pos Pred Value 0.97718 0.9276 0.53198 0.98348 0.95124 0.43513 NaN

Neg Pred Value 0.99658 0.9979 0.99571 0.99232 0.99695 0.99759 0.90137

Prevalence 0.09872 0.1124 0.09930 0.10218 0.09737 0.09035 0.09863

Detection Rate 0.09563 0.1105 0.09578 0.09525 0.09462 0.08843 0.00000

Detection Prevalence 0.09787 0.1192 0.18005 0.09685 0.09947 0.20323 0.00000

Balanced Accuracy 0.98314 0.9870 0.93551 0.96518 0.98319 0.92629 0.50000

Class: 7 Class: 8 Class: 9

Sensitivity 0.9713 0.97471 0.0031938

Specificity 0.9981 0.99666 0.9979464

Pos Pred Value 0.9834 0.96924 0.1461538

Neg Pred Value 0.9967 0.99727 0.9009521

Prevalence 0.1044 0.09752 0.0991500

Detection Rate 0.1014 0.09505 0.0003167

Detection Prevalence 0.1031 0.09807 0.0021667

Balanced Accuracy 0.9847 0.98568 0.5005701

# Confusion Matrix on the Training set xtest <- t(test$x) Xtest <- xtest[,1:10000] ytest <-test$y ytest1 <- ytest[1:10000] ytest2 <- as.matrix(ytest1) Ytest=t(ytest2)

Confusion Matrix and Statistics

Reference

Prediction 0 1 2 3 4 5 6 7 8 9

0 950 2 2 3 0 6 9 4 7 6

1 3 1110 4 2 9 0 3 12 5 74

2 2 6 965 21 9 14 5 16 12 789

3 1 2 9 908 2 16 0 21 2 6

4 0 1 9 5 938 1 8 6 8 39

5 19 5 25 35 20 835 929 8 54 67

6 0 0 0 0 0 0 0 0 0 0

7 4 4 7 10 2 4 0 952 5 6

8 1 5 8 14 2 16 2 3 876 21

9 0 0 3 12 0 0 2 6 5 1

Overall Statistics

Accuracy : 0.7535

95% CI : (0.7449, 0.7619)

No Information Rate : 0.1135

P-Value [Acc > NIR] : < 2.2e-16

Kappa : 0.7262

Mcnemar's Test P-Value : NA

Statistics by Class:

Class: 0 Class: 1 Class: 2 Class: 3 Class: 4 Class: 5 Class: 6

Sensitivity 0.9694 0.9780 0.9351 0.8990 0.9552 0.9361 0.0000

Specificity 0.9957 0.9874 0.9025 0.9934 0.9915 0.8724 1.0000

Pos Pred Value 0.9606 0.9083 0.5247 0.9390 0.9241 0.4181 NaN

Neg Pred Value 0.9967 0.9972 0.9918 0.9887 0.9951 0.9929 0.9042

Prevalence 0.0980 0.1135 0.1032 0.1010 0.0982 0.0892 0.0958

Detection Rate 0.0950 0.1110 0.0965 0.0908 0.0938 0.0835 0.0000

Detection Prevalence 0.0989 0.1222 0.1839 0.0967 0.1015 0.1997 0.0000

Balanced Accuracy 0.9825 0.9827 0.9188 0.9462 0.9733 0.9043 0.5000

Class: 7 Class: 8 Class: 9

Sensitivity 0.9261 0.8994 0.0009911

Specificity 0.9953 0.9920 0.9968858

Pos Pred Value 0.9577 0.9241 0.0344828

Neg Pred Value 0.9916 0.9892 0.8989068

Prevalence 0.1028 0.0974 0.1009000

Detection Rate 0.0952 0.0876 0.0001000

Detection Prevalence 0.0994 0.0948 0.0029000

Balanced Accuracy 0.9607 0.9457 0.4989384

**7. Random dataset with Sigmoid activation – Octave**

The Octave code below uses the random data set used by Python. The code below implements a L-Layer Deep Learning with Sigmoid Activation.

source("DL5functions.m")

# Read the data

data=csvread("data.csv");

X=data(:,1:2);

Y=data(:,3);

#Set the layer dimensions

layersDimensions = [2 9 7 1]; #tanh=-0.5(ok), #relu=0.1 best!

# Perform gradient descent

[weights biases costs]=L\_Layer\_DeepModel(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="sigmoid",

learningRate = 0.1,

numIterations = 10000);

# Plot cost vs iterations

plotCostVsIterations(10000,costs);
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**8. Spiral dataset with Softmax activation – Octave**

The  code below uses the spiral data set used by Python above. The code below implements a L-Layer Deep Learning with Softmax Activation.

# Read the data

data=csvread("spiral.csv");

# Setup the data

X=data(:,1:2);

Y=data(:,3);

# Set the number of features, number of hidden units in hidden layer and number of classess

numFeats=2; #No features

numHidden=100; # No of hidden units

numOutput=3; # No of classes

# Set the layer dimensions

layersDimensions = [numFeats numHidden numOutput];

#Perform gradient descent with softmax activation unit

[weights biases costs]=L\_Layer\_DeepModel(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.1,

numIterations = 10000);
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**9. MNIST dataset with Softmax activation – Octave**

The code below implements a L-Layer Deep Learning Network in Octave with Softmax output activation unit, for classifying the 10 handwritten digits in the MNIST dataset. Unfortunately, Octave can only index to around 10000 training at a time,  and I was getting an error ‘error: out of memory or dimension too large for Octave’s index type error: called from…’, when I tried to create a batch size of 20000.  So I had to come with a work around to create a batch size of 10000 (randomly) and then use a mini-batch of 1000 samples and execute Stochastic Gradient Descent. The performance was good. Octave takes about 15 minutes, on a batch size of 10000 and a mini batch of 1000.

I thought if the performance was not good, I could iterate through these random batches and refining the gradients as follows

# Pseudo code that could be used since Octave only allows 10K batches

# at a time

# Randomly create weights

[weights biases] = initialize\_weights()

for i=1:k

# Create a random permutation and create a random batch

permutation = randperm(10000);

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Compute weights from SGD and update weights in the next batch update

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X,Y,mini\_bactch=1000,weights, biases,...);

   ...

endfor

# Load the MNIST data

load('./mnist/mnist.txt.gz');

#Create a random permutatation from 60K

permutation = randperm(10000);

disp(length(permutation));

# Use this 10K as the batch

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Set layer dimensions

layersDimensions=[784, 15, 9, 10];

# Run Stochastic Gradient descent with batch size=10K and mini\_batch\_size=1000

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.01,

mini\_batch\_size = 2000, num\_epochs = 5000);
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**9. Final thoughts**

Here are some of my final thoughts after working on Python, R and Octave in this series and in other projects  
1. Python, with its highly optimized numpy library, is ideally suited for creating Deep Learning Models, which have a lot of matrix manipulations. Python is a real workhorse when it comes to Deep Learning computations.  
2. R is somewhat clunky in comparison to its cousin Python in handling matrices or in returning multiple values. But R’s statistical libraries, dplyr, and ggplot are really superior to the Python peers. Also, I find R handles  dataframes,  much better than Python.  
3. Octave is a no-nonsense,minimalist language which is very efficient in handling matrices. It is ideally suited for implementing Machine Learning and Deep Learning from scratch. But Octave has its problems and cannot handle large matrix sizes, and also lacks the statistical libaries of R and Python. They possibly exist in its sibling, Matlab

DL5Functions.m

|  |
| --- |
| 1; |
|  | # Define sigmoid function |
|  | function [A,cache] = sigmoid(Z) |
|  | A = 1 ./ (1+ exp(-Z)); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Relu function |
|  | function [A,cache] = relu(Z) |
|  | A = max(0,Z); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Relu function |
|  | function [A,cache] = tanhAct(Z) |
|  | A = tanh(Z); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Softmax function |
|  | function [A,cache] = softmax(Z) |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(Z'); |
|  | # normalize them for each example |
|  | A = exp\_scores ./ sum(exp\_scores,2); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Softmax function |
|  | function [A,cache] = stableSoftmax(Z) |
|  | # Normalize by max value in each row |
|  | shiftZ = Z' - max(Z',[],2); |
|  | exp\_scores = exp(shiftZ); |
|  | # normalize them for each example |
|  | A = exp\_scores ./ sum(exp\_scores,2); |
|  | #disp("sm") |
|  | #disp(A); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Relu Derivative |
|  | function [dZ] = reluDerivative(dA,cache) |
|  | Z = cache; |
|  | dZ = dA; |
|  | # Get elements that are greater than 0 |
|  | a = (Z > 0); |
|  | # Select only those elements where Z > 0 |
|  | dZ = dZ .\* a; |
|  | end |
|  |  |
|  | # Define Sigmoid Derivative |
|  | function [dZ] = sigmoidDerivative(dA,cache) |
|  | Z = cache; |
|  | s = 1 ./ (1+ exp(-Z)); |
|  | dZ = dA .\* s .\* (1-s); |
|  | end |
|  |  |
|  | # Define Tanh Derivative |
|  | function [dZ] = tanhDerivative(dA,cache) |
|  | Z = cache; |
|  | a = tanh(Z); |
|  | dZ = dA .\* (1 - a .^ 2); |
|  | end |
|  |  |
|  | # Populate a matrix with 1s in rows where Y=1 |
|  | # This function may need to be modified if K is not 3, 10 |
|  | function [Y1] = popMatrix(Y,numClasses) |
|  | Y1=zeros(length(Y),numClasses); |
|  | if(numClasses==3) # For 3 output classes |
|  | Y1(Y==0,1)=1; |
|  | Y1(Y==1,2)=1; |
|  | Y1(Y==2,3)=1; |
|  | elseif(numClasses==10) # For 10 output classes |
|  | Y1(Y==0,1)=1; |
|  | Y1(Y==1,2)=1; |
|  | Y1(Y==2,3)=1; |
|  | Y1(Y==3,4)=1; |
|  | Y1(Y==4,5)=1; |
|  | Y1(Y==5,6)=1; |
|  | Y1(Y==6,7)=1; |
|  | Y1(Y==7,8)=1; |
|  | Y1(Y==8,9)=1; |
|  | Y1(Y==9,10)=1; |
|  |  |
|  | endif |
|  | end |
|  |  |
|  | # Define Softmax Derivative |
|  | function [dZ] = softmaxDerivative(dA,cache,Y, numClasses) |
|  | Z = cache; |
|  | # get unnormalized probabilities |
|  | shiftZ = Z' - max(Z',[],2); |
|  | exp\_scores = exp(shiftZ); |
|  |  |
|  | # normalize them for each example |
|  | probs = exp\_scores ./ sum(exp\_scores,2); |
|  | # dZ = pi- yi |
|  | yi=popMatrix(Y,numClasses); |
|  | dZ=probs-yi; |
|  |  |
|  | end |
|  |  |
|  | # Define Softmax Derivative |
|  | function [dZ] = stableSoftmaxDerivative(dA,cache,Y, numClasses) |
|  | Z = cache; |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(Z'); |
|  | # normalize them for each example |
|  | probs = exp\_scores ./ sum(exp\_scores,2); |
|  | # dZ = pi- yi |
|  | yi=popMatrix(Y,numClasses); |
|  | dZ=probs-yi; |
|  |  |
|  | end |
|  |  |
|  | # Initialize the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  |  |
|  |  |
|  | # Initialize model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | function [W b] = initializeDeepModel(layerDimensions) |
|  | rand ("seed", 3); |
|  | # note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Create cell arrays for Weights and biases |
|  |  |
|  | for l =2:size(layerDimensions)(2) |
|  | W{l-1} = rand(layerDimensions(l),layerDimensions(l-1))\*0.01; # Multiply by .01 |
|  | b{l-1} = zeros(layerDimensions(l),1); |
|  |  |
|  | endfor |
|  | end |
|  |  |
|  | # Compute the activation at a layer 'l' for forward prop in a Deep Network |
|  | # Input : A\_prec - Activation of previous layer |
|  | # W,b - Weight and bias matrices and vectors |
|  | # activationFunc - Activation function - sigmoid, tanh, relu etc |
|  | # Returns : The Activation of this layer |
|  | # : |
|  | # Z = W \* X + b |
|  | # A = sigmoid(Z), A= Relu(Z), A= tanh(Z) |
|  | function [A forward\_cache activation\_cache] = layerActivationForward(A\_prev, W, b, activationFunc) |
|  |  |
|  | # Compute Z |
|  | Z = W \* A\_prev +b; |
|  | # Create a cell array |
|  | forward\_cache = {A\_prev W b}; |
|  | # Compute the activation for sigmoid |
|  | if (strcmp(activationFunc,"sigmoid")) |
|  | [A activation\_cache] = sigmoid(Z); |
|  | elseif (strcmp(activationFunc, "relu")) # Compute the activation for Relu |
|  | [A activation\_cache] = relu(Z); |
|  | elseif(strcmp(activationFunc,'tanh')) # Compute the activation for tanh |
|  | [A activation\_cache] = tanhAct(Z); |
|  | elseif(strcmp(activationFunc,'softmax')) # Compute the activation for tanh |
|  | #[A activation\_cache] = softmax(Z); |
|  | [A activation\_cache] = stableSoftmax(Z); |
|  | endif |
|  |  |
|  | end |
|  |  |
|  | # Compute the forward propagation for layers 1..L |
|  | # Input : X - Input Features |
|  | # paramaters: Weights and biases |
|  | # hiddenActivationFunc - Activation function at hidden layers Relu/tanh |
|  | # outputActivationFunc- sigmoid/softmax |
|  | # Returns : AL |
|  | # caches |
|  | # The forward propoagtion uses the Relu/tanh activation from layer 1..L-1 and sigmoid actiovation at layer L |
|  | function [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights,biases, |
|  | hiddenActivationFunc='relu', outputActivationFunc='sigmoid') |
|  | # Create an empty cell array |
|  | forward\_caches = {}; |
|  | activation\_caches = {}; |
|  | # Set A to X (A0) |
|  | A = X; |
|  | L = length(weights); # number of layers in the neural network |
|  | # Loop through from layer 1 to upto layer L |
|  | for l =1:L-1 |
|  | A\_prev = A; |
|  | # Zi = Wi x Ai-1 + bi and Ai = g(Zi) |
|  | W = weights{l}; |
|  | b = biases{l}; |
|  | [A forward\_cache activation\_cache] = layerActivationForward(A\_prev, W,b, activationFunc=hiddenActivationFunc); |
|  | forward\_caches{l}=forward\_cache; |
|  | activation\_caches{l} = activation\_cache; |
|  | endfor |
|  | # Since this is binary classification use the sigmoid activation function in |
|  | # last layer |
|  | W = weights{L}; |
|  | b = biases{L}; |
|  | [AL, forward\_cache activation\_cache] = layerActivationForward(A, W,b, activationFunc = outputActivationFunc); |
|  | forward\_caches{L}=forward\_cache; |
|  | activation\_caches{L} = activation\_cache; |
|  |  |
|  | end |
|  |  |
|  | # Pick columns where Y==1 |
|  | function [a] = pickColumns(AL,Y,numClasses) |
|  | if(numClasses==3) |
|  | a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3)]; |
|  | elseif (numClasses==10) |
|  | a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3);AL(Y==3,4);AL(Y==4,5); |
|  | AL(Y==5,6); AL(Y==6,7);AL(Y==7,8);AL(Y==8,9);AL(Y==9,10)]; |
|  | endif |
|  | end |
|  |  |
|  |  |
|  | # Compute the cost |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # : outputActivationFunc- sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | function [cost]= computeCost(AL, Y, outputActivationFunc="sigmoid",numClasses) |
|  | if(strcmp(outputActivationFunc,"sigmoid")) |
|  | numTraining= size(Y)(2); |
|  | # Element wise multiply for logprobs |
|  | cost = -1/numTraining \* sum((Y .\* log(AL)) + (1-Y) .\* log(1-AL)); |
|  | elseif(strcmp(outputActivationFunc,'softmax')) |
|  | numTraining = size(Y)(2); |
|  | Y=Y'; |
|  | # Select rows where Y=0,1,and 2 and concatenate to a long vector |
|  | #a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3)]; |
|  | a =pickColumns(AL,Y,numClasses); |
|  |  |
|  | #Select the correct column for log prob |
|  | correct\_probs = -log(a); |
|  | #Compute log loss |
|  | cost= sum(correct\_probs)/numTraining; |
|  | endif |
|  | end |
|  |  |
|  | # Compute the backpropoagation for 1 cycle |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # outputActivationFunc- sigmoid/softmax |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  | function [dA\_prev dW db] = layerActivationBackward(dA, forward\_cache, activation\_cache, Y, activationFunc,numClasses) |
|  |  |
|  | A\_prev = forward\_cache{1}; |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | numTraining = size(A\_prev)(2); |
|  | if (strcmp(activationFunc,"relu")) |
|  | dZ = reluDerivative(dA, activation\_cache); |
|  | elseif (strcmp(activationFunc,"sigmoid")) |
|  | dZ = sigmoidDerivative(dA, activation\_cache); |
|  | elseif(strcmp(activationFunc, "tanh")) |
|  | dZ = tanhDerivative(dA, activation\_cache); |
|  | elseif(strcmp(activationFunc, "softmax")) |
|  | #dZ = softmaxDerivative(dA, activation\_cache,Y,numClasses); |
|  | dZ = stableSoftmaxDerivative(dA, activation\_cache,Y,numClasses); |
|  | endif |
|  |  |
|  |  |
|  | if (strcmp(activationFunc,"softmax")) |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | dW = 1/numTraining \* A\_prev \* dZ; |
|  | db = 1/numTraining \* sum(dZ,1); |
|  | dA\_prev = dZ\*W; |
|  | else |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | dW = 1/numTraining \* dZ \* A\_prev'; |
|  | db = 1/numTraining \* sum(dZ,2); |
|  | dA\_prev = W'\*dZ; |
|  | endif |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Compute the backpropoagation for 1 cycle |
|  | # Input : AL: Output of L layer Network - weights |
|  | # # Y Real output |
|  | # # caches -- list of caches containing: |
|  | # every cache of layerActivationForward() with "relu"/"tanh" |
|  | # #(it's caches[l], for l in range(L-1) i.e l = 0...L-2) |
|  | # #the cache of layerActivationForward() with "sigmoid" (it's caches[L-1]) |
|  | # hiddenActivationFunc - Activation function at hidden layers |
|  | # # outputActivationFunc- sigmoid/softmax |
|  | # # numClasses |
|  | # |
|  | # Returns: |
|  | # gradients -- A dictionary with the gradients |
|  | # gradients["dA" + str(l)] = ... |
|  | # gradients["dW" + str(l)] = ... |
|  |  |
|  | function [gradsDA gradsDW gradsDB]= backwardPropagationDeep(AL, Y, activation\_caches,forward\_caches, |
|  | hiddenActivationFunc='relu',outputActivationFunc="sigmoid",numClasses) |
|  |  |
|  |  |
|  | # Set the number of layers |
|  | L = length(activation\_caches); |
|  | m = size(AL)(2); |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | # Initializing the backpropagation |
|  | # dl/dAL= -(y/a + (1-y)/(1-a)) - At the output layer |
|  | dAL = -((Y ./ AL) - (1 - Y) ./ ( 1 - AL)); |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | dAL=0; |
|  | Y=Y'; |
|  | endif |
|  |  |
|  |  |
|  | # Since this is a binary classification the activation at output is sigmoid |
|  | # Get the gradients at the last layer |
|  | # Inputs: "AL, Y, caches". |
|  | # Outputs: "gradients["dAL"], gradients["dWL"], gradients["dbL"] |
|  | activation\_cache = activation\_caches{L}; |
|  | forward\_cache = forward\_caches(L); |
|  | # Note the cell array includes an array of forward caches. To get to this we need to include the index {1} |
|  | [dA dW db] = layerActivationBackward(dAL, forward\_cache{1}, activation\_cache, Y, activationFunc = outputActivationFunc,numClasses); |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | gradsDA{L}= dA; |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | gradsDA{L}= dA';#Note the transpose |
|  | endif |
|  | gradsDW{L}= dW; |
|  | gradsDB{L}= db; |
|  |  |
|  | # Traverse in the reverse direction |
|  | for l =(L-1):-1:1 |
|  | # Compute the gradients for L-1 to 1 for Relu/tanh |
|  | # Inputs: "gradients["dA" + str(l + 2)], caches". |
|  | # Outputs: "gradients["dA" + str(l + 1)] , gradients["dW" + str(l + 1)] , gradients["db" + str(l + 1)] |
|  | activation\_cache = activation\_caches{l}; |
|  | forward\_cache = forward\_caches(l); |
|  |  |
|  | #dA\_prev\_temp, dW\_temp, db\_temp = layerActivationBackward(gradients['dA'+str(l+1)], current\_cache, activationFunc = "relu") |
|  | # dAl the dervative of the activation of the lth layer,is the first element |
|  | dAl= gradsDA{l+1}; |
|  | [dA\_prev\_temp, dW\_temp, db\_temp] = layerActivationBackward(dAl, forward\_cache{1}, activation\_cache, Y, activationFunc = hiddenActivationFunc,numClasses); |
|  | gradsDA{l}= dA\_prev\_temp; |
|  | gradsDW{l}= dW\_temp; |
|  | gradsDB{l}= db\_temp; |
|  |  |
|  | endfor |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Perform Gradient Descent |
|  | # Input : Weights and biases |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc |
|  | #output : Updated weights after 1 iteration |
|  | function [weights biases] = gradientDescent(weights, biases,gradsW,gradsB, learningRate,outputActivationFunc="sigmoid") |
|  |  |
|  | L = size(weights)(2); # number of layers in the neural network |
|  |  |
|  | # Update rule for each parameter. |
|  | for l=1:(L-1) |
|  | weights{l} = weights{l} -learningRate\* gradsW{l}; |
|  | biases{l} = biases{l} -learningRate\* gradsB{l}; |
|  | endfor |
|  |  |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | weights{L} = weights{L} -learningRate\* gradsW{L}; |
|  | biases{L} = biases{L} -learningRate\* gradsB{L}; |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | weights{L} = weights{L} -learningRate\* gradsW{L}'; |
|  | biases{L} = biases{L} -learningRate\* gradsB{L}'; |
|  | endif |
|  |  |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Execute a L layer Deep learning model |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : num of iterations |
|  | #output : Updated weights and biases after each iteration |
|  | function [weights biases costs] = L\_Layer\_DeepModel(X, Y, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="sigmoid",learning\_rate = .3, num\_iterations = 10000)#lr was 0.009 |
|  |  |
|  | rand ("seed", 1); |
|  | costs = [] ; |
|  |  |
|  | # Parameters initialization. |
|  | [weights biases] = initializeDeepModel(layersDimensions); |
|  |  |
|  | # Loop (gradient descent) |
|  | for i = 0:num\_iterations |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID. |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights, biases,hiddenActivationFunc, outputActivationFunc=outputActivationFunc); |
|  |  |
|  | # Compute cost. |
|  | cost = computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions(size(layersDimensions)(2))); |
|  |  |
|  | # Backward propagation. |
|  | [gradsDA gradsDW gradsDB] = backwardPropagationDeep(AL, Y, activation\_caches,forward\_caches,hiddenActivationFunc, outputActivationFunc=outputActivationFunc, |
|  | numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | # Update parameters. |
|  | [weights biases] = gradientDescent(weights,biases, gradsDW,gradsDB,learning\_rate,outputActivationFunc=outputActivationFunc); |
|  |  |
|  |  |
|  | # Print the cost every 1000 iterations |
|  | if ( mod(i,1000) == 0) |
|  | costs =[costs cost]; |
|  | #disp ("Cost after iteration"), disp(i),disp(cost); |
|  | printf("Cost after iteration i=%i cost=%d\n",i,cost); |
|  | endif |
|  | endfor |
|  |  |
|  | end |
|  |  |
|  | # Execute a L layer Deep learning model with Stochastic Gradient descent |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : mini\_batch\_size |
|  | # : num of epochs |
|  | #output : Updated weights and biases after each iteration |
|  | function [weights biases costs] = L\_Layer\_DeepModel\_SGD(X, Y, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="sigmoid",learning\_rate = .3, |
|  | mini\_batch\_size = 64, num\_epochs = 2500)#lr was 0.009 |
|  |  |
|  | rand ("seed", 1); |
|  | costs = [] ; |
|  |  |
|  | # Parameters initialization. |
|  | [weights biases] = initializeDeepModel(layersDimensions); |
|  | seed=10; |
|  | # Loop (gradient descent) |
|  | for i = 0:num\_epochs |
|  | seed = seed + 1; |
|  | [mini\_batches\_X mini\_batches\_Y] = random\_mini\_batches(X, Y, mini\_batch\_size, seed); |
|  |  |
|  | minibatches=length(mini\_batches\_X); |
|  | for batch=1:minibatches |
|  | X=mini\_batches\_X{batch}; |
|  | Y=mini\_batches\_Y{batch}; |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID/SOFTMAX. |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights, biases,hiddenActivationFunc, outputActivationFunc=outputActivationFunc); |
|  | #disp(batch); |
|  | #disp(size(X)); |
|  | #disp(size(Y)); |
|  |  |
|  | # Compute cost. |
|  | cost = computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions(size(layersDimensions)(2))); |
|  |  |
|  | #disp(cost); |
|  | # Backward propagation. |
|  | [gradsDA gradsDW gradsDB] = backwardPropagationDeep(AL, Y, activation\_caches,forward\_caches,hiddenActivationFunc, outputActivationFunc=outputActivationFunc, |
|  | numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | # Update parameters. |
|  | [weights biases] = gradientDescent(weights,biases, gradsDW,gradsDB,learning\_rate,outputActivationFunc=outputActivationFunc); |
|  |  |
|  | endfor |
|  | # Print the cost every 1000 iterations |
|  | if ( mod(i,1000) == 0) |
|  | costs =[costs cost]; |
|  | #disp ("Cost after iteration"), disp(i),disp(cost); |
|  | printf("Cost after iteration i=%i cost=%d\n",i,cost); |
|  | endif |
|  | endfor |
|  |  |
|  | end |
|  |  |
|  |  |
|  | function plotCostVsIterations(maxIterations,costs) |
|  | iterations=[0:1000:maxIterations]; |
|  | plot(iterations,costs); |
|  | title ("Cost vs no of iterations "); |
|  | xlabel("No of iterations"); |
|  | ylabel("Cost"); |
|  | print -dpng figure23.jpg |
|  | end; |
|  |  |
|  | # Compute the predicted value for a given input |
|  | # Input : Neural Network parameters |
|  | # : Input data |
|  | function [predictions]= predict(weights, biases, X,hiddenActivationFunc="relu") |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights, biases,hiddenActivationFunc); |
|  | predictions = (AL>0.5); |
|  | end |
|  |  |
|  | # Plot the decision boundary |
|  | function plotDecisionBoundary(data,weights, biases,hiddenActivationFunc="relu") |
|  | %Plot a non-linear decision boundary learned by the SVM |
|  | colormap ("summer"); |
|  |  |
|  | % Make classification predictions over a grid of values |
|  | x1plot = linspace(min(data(:,1)), max(data(:,1)), 400)'; |
|  | x2plot = linspace(min(data(:,2)), max(data(:,2)), 400)'; |
|  | [X1, X2] = meshgrid(x1plot, x2plot); |
|  | vals = zeros(size(X1)); |
|  | # Plot the prediction for the grid |
|  | for i = 1:size(X1, 2) |
|  | gridPoints = [X1(:, i), X2(:, i)]; |
|  | vals(:, i)=predict(weights, biases,gridPoints',hiddenActivationFunc=hiddenActivationFunc); |
|  | endfor |
|  |  |
|  | scatter(data(:,1),data(:,2),8,c=data(:,3),"filled"); |
|  | % Plot the boundary |
|  | hold on |
|  | #contour(X1, X2, vals, [0 0], 'LineWidth', 2); |
|  | contour(X1, X2, vals,"linewidth",4); |
|  | title ({"3 layer Neural Network decision boundary"}); |
|  | hold off; |
|  | print -dpng figure32.jpg |
|  |  |
|  | end |
|  |  |
|  | function [AL]= scores(weights, biases, X,hiddenActivationFunc="relu") |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights, biases,hiddenActivationFunc); |
|  | end |
|  |  |
|  | # Create Random mini batches. Return cell arrays with the mini batches |
|  | # Input : X, Y |
|  | # : Size of minibatch |
|  | #Output : mini batches X & Y |
|  | function [mini\_batches\_X mini\_batches\_Y]= random\_mini\_batches(X, Y, miniBatchSize = 64, seed = 0) |
|  |  |
|  | rand ("seed", seed); |
|  | # Get number of training samples |
|  | m = size(X)(2); |
|  |  |
|  |  |
|  | # Create a list of random numbers < m |
|  | permutation = randperm(m); |
|  | # Randomly shuffle the training data |
|  | shuffled\_X = X(:, permutation); |
|  | shuffled\_Y = Y(:, permutation); |
|  |  |
|  | # Compute number of mini batches |
|  | numCompleteMinibatches = floor(m/miniBatchSize); |
|  | batch=0; |
|  | for k = 0:(numCompleteMinibatches-1) |
|  | #Set the start and end of each mini batch |
|  | batch=batch+1; |
|  | lower=(k\*miniBatchSize)+1; |
|  | upper=(k+1) \* miniBatchSize; |
|  | mini\_batch\_X = shuffled\_X(:, lower:upper); |
|  | mini\_batch\_Y = shuffled\_Y(:, lower:upper); |
|  |  |
|  | # Create cell arrays |
|  | mini\_batches\_X{batch} = mini\_batch\_X; |
|  | mini\_batches\_Y{batch} = mini\_batch\_Y; |
|  | endfor |
|  |  |
|  | # If the batc size does not cleanly divide with number of mini batches |
|  | if mod(m ,miniBatchSize) != 0 |
|  | # Set the start and end of the last mini batch |
|  | l=floor(m/miniBatchSize)\*miniBatchSize; |
|  | m=l+ mod(m,miniBatchSize); |
|  | mini\_batch\_X = shuffled\_X(:,(l+1):m); |
|  | mini\_batch\_Y = shuffled\_Y(:,(l+1):m); |
|  |  |
|  | batch=batch+1; |
|  | mini\_batches\_X{batch} = mini\_batch\_X; |
|  | mini\_batches\_Y{batch} = mini\_batch\_Y; |
|  | endif |
|  | end |

DLFunctions5.R

|  |
| --- |
| library(ggplot2) |
|  | library(PRROC) |
|  | library(dplyr) |
|  |  |
|  | # Compute the sigmoid of a vector |
|  | sigmoid <- function(Z){ |
|  | A <- 1/(1+ exp(-Z)) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  |  |
|  | } |
|  |  |
|  | # Compute the Relu(old) of a vector (performance hog!) |
|  | reluOld <-function(Z){ |
|  | A <- apply(Z, 1:2, function(x) max(0,x)) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the Relu of a vector (much better performance!) |
|  | relu <-function(Z){ |
|  | # Perform relu. Set values less that equal to 0 as 0 |
|  | Z[Z<0]=0 |
|  | A=Z |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the tanh activation of a vector |
|  | tanhActivation <- function(Z){ |
|  | A <- tanh(Z) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Conmpute the softmax of a vector |
|  | softmax <- function(Z){ |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(t(Z)) |
|  | # normalize them for each example |
|  | A = exp\_scores / rowSums(exp\_scores) |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the detivative of Relu |
|  | # g'(z) = 1 if z >0 and 0 otherwise |
|  | reluDerivative <-function(dA, cache){ |
|  | Z <- cache |
|  | dZ <- dA |
|  | # Create a logical matrix of values > 0 |
|  | a <- Z > 0 |
|  | # When z <= 0, you should set dz to 0 as well. Perform an element wise multiple |
|  | dZ <- dZ \* a |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Compute the derivative of sigmoid |
|  | # Derivative g'(z) = a\* (1-a) |
|  | sigmoidDerivative <- function(dA, cache){ |
|  | Z <- cache |
|  | s <- 1/(1+exp(-Z)) |
|  | dZ <- dA \* s \* (1-s) |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Compute the derivative of tanh |
|  | # Derivative g'(z) = 1- a^2 |
|  | tanhDerivative <- function(dA, cache){ |
|  | Z = cache |
|  | a = tanh(Z) |
|  | dZ = dA \* (1 - a^2) |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Populate a matrix of 1s in rows where Y==1 |
|  | # This may need to be extended for K classes. Currently |
|  | # supports K=3 & K=10 |
|  | popMatrix <- function(Y,numClasses){ |
|  | a=rep(0,times=length(Y)) |
|  | Y1=matrix(a,nrow=length(Y),ncol=numClasses) |
|  | #Set the rows and columns as 1's where Y is the class value |
|  | if(numClasses==3){ |
|  | Y1[Y==0,1]=1 |
|  | Y1[Y==1,2]=1 |
|  | Y1[Y==2,3]=1 |
|  | } else if (numClasses==10){ |
|  | Y1[Y==0,1]=1 |
|  | Y1[Y==1,2]=1 |
|  | Y1[Y==2,3]=1 |
|  | Y1[Y==3,4]=1 |
|  | Y1[Y==4,5]=1 |
|  | Y1[Y==5,6]=1 |
|  | Y1[Y==6,7]=1 |
|  | Y1[Y==7,8]=1 |
|  | Y1[Y==8,9]=1 |
|  | Y1[Y==9,0]=1 |
|  | } |
|  | return(Y1) |
|  | } |
|  |  |
|  | softmaxDerivative <- function(dA, cache ,y,numTraining,numClasses){ |
|  | # Note : dA not used. dL/dZ = dL/dA \* dA/dZ = pi-yi |
|  | Z <- cache |
|  | # Compute softmax |
|  | exp\_scores = exp(t(Z)) |
|  | # normalize them for each example |
|  | probs = exp\_scores / rowSums(exp\_scores) |
|  | # Create a matrix of zeros |
|  | Y1=popMatrix(y,numClasses) |
|  | #a=rep(0,times=length(Y)) |
|  | #Y1=matrix(a,nrow=length(Y),ncol=numClasses) |
|  | #Set the rows and columns as 1's where Y is the class value |
|  |  |
|  | dZ = probs-Y1 |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Initialize the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  |  |
|  |  |
|  | # Initialize model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | initializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1])\*0.01 |
|  |  |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  |  |
|  | # Compute the activation at a layer 'l' for forward prop in a Deep Network |
|  | # Input : A\_prec - Activation of previous layer |
|  | # W,b - Weight and bias matrices and vectors |
|  | # activationFunc - Activation function - sigmoid, tanh, relu etc |
|  | # Returns : The Activation of this layer |
|  | # : |
|  | # Z = W \* X + b |
|  | # A = sigmoid(Z), A= Relu(Z), A= tanh(Z) |
|  | layerActivationForward <- function(A\_prev, W, b, activationFunc){ |
|  |  |
|  | # Compute Z |
|  | z = W %\*% A\_prev |
|  | # Broadcast the bias 'b' by column |
|  | Z <-sweep(z,1,b,'+') |
|  |  |
|  | forward\_cache <- list("A\_prev"=A\_prev, "W"=W, "b"=b) |
|  | # Compute the activation for sigmoid |
|  | if(activationFunc == "sigmoid"){ |
|  | vals = sigmoid(Z) |
|  | } else if (activationFunc == "relu"){ # Compute the activation for relu |
|  | vals = relu(Z) |
|  | } else if(activationFunc == 'tanh'){ # Compute the activation for tanh |
|  | vals = tanhActivation(Z) |
|  | } else if(activationFunc == 'softmax'){ |
|  | vals = softmax(Z) |
|  | } |
|  | # Create a list of forward and activation cache |
|  | cache <- list("forward\_cache"=forward\_cache, "activation\_cache"=vals[['Z']]) |
|  | retvals <- list("A"=vals[['A']],"cache"=cache) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the forward propagation for layers 1..L |
|  | # Input : X - Input Features |
|  | # paramaters: Weights and biases |
|  | # hiddenActivationFunc - elu/sigmoid/tanh |
|  | # outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # Returns : AL |
|  | # caches |
|  | # The forward propoagtion uses the Relu/tanh activation from layer 1..L-1 and sigmoid actiovation at layer L |
|  | forwardPropagationDeep <- function(X, parameters,hiddenActivationFunc='relu', |
|  | outputActivationFunc='sigmoid'){ |
|  | caches <- list() |
|  | # Set A to X (A0) |
|  | A <- X |
|  | L <- length(parameters)/2 # number of layers in the neural network |
|  | # Loop through from layer 1 to upto layer L |
|  | for(l in 1:(L-1)){ |
|  | A\_prev <- A |
|  | # Zi = Wi x Ai-1 + bi and Ai = g(Zi) |
|  | # Set W and b for layer 'l' |
|  | # Loop throug from W1,W2... WL-1 |
|  | W <- parameters[[paste("W",l,sep="")]] |
|  | b <- parameters[[paste("b",l,sep="")]] |
|  | # Compute the forward propagation through layer 'l' using the activation function |
|  | actForward <- layerActivationForward(A\_prev, |
|  | W, |
|  | b, |
|  | activationFunc = hiddenActivationFunc) |
|  | A <- actForward[['A']] |
|  | # Append the cache A\_prev,W,b, Z |
|  | caches[[l]] <-actForward |
|  | } |
|  |  |
|  | # Since this is binary classification use the sigmoid activation function in |
|  | # last layer |
|  | # Set the weights and biases for the last layer |
|  | W <- parameters[[paste("W",L,sep="")]] |
|  | b <- parameters[[paste("b",L,sep="")]] |
|  | # Compute the sigmoid activation |
|  | actForward = layerActivationForward(A, W, b, activationFunc = outputActivationFunc) |
|  | AL <- actForward[['A']] |
|  | # Append the output of this forward propagation through the last layer |
|  | caches[[L]] <- actForward |
|  | # Create a list of the final output and the caches |
|  | fwdPropDeep <- list("AL"=AL,"caches"=caches) |
|  | return(fwdPropDeep) |
|  |  |
|  | } |
|  |  |
|  | pickColumns <- function(AL,Y,numClasses){ |
|  | if(numClasses==3){ |
|  | a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | } |
|  | else if (numClasses==10){ |
|  | a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3],AL[Y==3,4],AL[Y==4,5], |
|  | AL[Y==5,6],AL[Y==6,7],AL[Y==7,8],AL[Y==8,9],AL[Y==9,10]) |
|  | } |
|  | return(a) |
|  | } |
|  |  |
|  |  |
|  | # Compute the cost |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # :outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | computeCost <- function(AL,Y,outputActivationFunc="sigmoid",numClasses=3){ |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | m= length(Y) |
|  | cost=-1/m\*sum(Y\*log(AL) + (1-Y)\*log(1-AL)) |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | # Select the elements where the y values are 0, 1 or 2 and make a vector |
|  | # Pick columns |
|  | #a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | m= length(Y) |
|  | a =pickColumns(AL,Y,numClasses) |
|  | #a = c(A2[y=k,k+1]) |
|  | # Take log |
|  | correct\_probs = -log(a) |
|  | # Compute loss |
|  | cost= sum(correct\_probs)/m |
|  | } |
|  | #cost=-1/m\*sum(a+b) |
|  | return(cost) |
|  | } |
|  |  |
|  |  |
|  | # Compute the backpropagation through a layer |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # activationFunc |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  |  |
|  | layerActivationBackward <- function(dA, cache, Y, activationFunc,numClasses){ |
|  | # Get A\_prev,W,b |
|  | forward\_cache <-cache[['forward\_cache']] |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | A\_prev <- forward\_cache[['A\_prev']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Get Z |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | if(activationFunc == "relu"){ |
|  | dZ <- reluDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "sigmoid"){ |
|  | dZ <- sigmoidDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "tanh"){ |
|  | dZ <- tanhDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "softmax"){ |
|  | dZ <- softmaxDerivative(dA, activation\_cache,Y,numtraining,numClasses) |
|  | } |
|  |  |
|  | if (activationFunc == 'softmax'){ |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | dW = 1/numtraining \* A\_prev%\*%dZ |
|  | db = 1/numtraining\* matrix(colSums(dZ),nrow=1,ncol=numClasses) |
|  | dA\_prev = dZ %\*%W |
|  | } else { |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | numtraining = dim(A\_prev)[2] |
|  |  |
|  | dW = 1/numtraining \* dZ %\*% t(A\_prev) |
|  | db = 1/numtraining \* rowSums(dZ) |
|  | dA\_prev = t(W) %\*% dZ |
|  | } |
|  | retvals <- list("dA\_prev"=dA\_prev,"dW"=dW,"db"=db) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the backpropagation for 1 cycle through all layers |
|  | # Input : AL: Output of L layer Network - weights |
|  | # # Y Real output |
|  | # # caches -- list of caches containing: |
|  | # every cache of layerActivationForward() with "relu"/"tanh" |
|  | # #(it's caches[l], for l in range(L-1) i.e l = 0...L-2) |
|  | # #the cache of layerActivationForward() with "sigmoid" (it's caches[L-1]) |
|  | # hiddenActivationFunc - Activation function at hidden layers - relu/tanh/sigmoid |
|  | # outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # |
|  | # Returns: |
|  | # gradients -- A dictionary with the gradients |
|  | # gradients["dA" + str(l)] = ... |
|  | # |
|  | backwardPropagationDeep <- function(AL, Y, caches,hiddenActivationFunc='relu', |
|  | outputActivationFunc="sigmoid",numClasses){ |
|  | #initialize the gradients |
|  | gradients = list() |
|  | # Set the number of layers |
|  | L = length(caches) |
|  | numTraining = dim(AL)[2] |
|  |  |
|  | if(outputActivationFunc == "sigmoid") |
|  | # Initializing the backpropagation |
|  | # dl/dAL= -(y/a) - ((1-y)/(1-a)) - At the output layer |
|  | dAL = -( (Y/AL) -(1 - Y)/(1 - AL)) |
|  | else if(outputActivationFunc == "softmax"){ |
|  | dAL=0 |
|  | Y=t(Y) |
|  | } |
|  |  |
|  | # Get the gradients at the last layer |
|  | # Inputs: "AL, Y, caches". |
|  | # Outputs: "gradients["dAL"], gradients["dWL"], gradients["dbL"] |
|  | # Start with Layer L |
|  | # Get the current cache |
|  | current\_cache = caches[[L]]$cache |
|  | #gradients["dA" + str(L)], gradients["dW" + str(L)], gradients["db" + str(L)] = layerActivationBackward(dAL, current\_cache, activationFunc = "sigmoid") |
|  | retvals <- layerActivationBackward(dAL, current\_cache, Y, activationFunc = outputActivationFunc,numClasses) |
|  | # Create gradients as lists |
|  | #Note: Take the transpose of dA |
|  | if(outputActivationFunc =="sigmoid") |
|  | gradients[[paste("dA",L,sep="")]] <- retvals[['dA\_prev']] |
|  | else if(outputActivationFunc =="softmax") |
|  | gradients[[paste("dA",L,sep="")]] <- t(retvals[['dA\_prev']]) |
|  | gradients[[paste("dW",L,sep="")]] <- retvals[['dW']] |
|  | gradients[[paste("db",L,sep="")]] <- retvals[['db']] |
|  |  |
|  | # Traverse in the reverse direction |
|  | for(l in (L-1):1){ |
|  | # Compute the gradients for L-1 to 1 for Relu/tanh |
|  | # Inputs: "gradients["dA" + str(l + 2)], caches". |
|  | # Outputs: "gradients["dA" + str(l + 1)] , gradients["dW" + str(l + 1)] , gradients["db" + str(l + 1)] |
|  | current\_cache = caches[[l]]$cache |
|  |  |
|  | retvals = layerActivationBackward(gradients[[paste('dA',l+1,sep="")]], |
|  | current\_cache, |
|  | activationFunc = hiddenActivationFunc) |
|  |  |
|  | gradients[[paste("dA",l,sep="")]] <-retvals[['dA\_prev']] |
|  | gradients[[paste("dW",l,sep="")]] <- retvals[['dW']] |
|  | gradients[[paste("db",l,sep="")]] <- retvals[['db']] |
|  | } |
|  |  |
|  |  |
|  |  |
|  | return(gradients) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent |
|  | # Input : Weights and biases |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescent <- function(parameters, gradients, learningRate,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  |  |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",l,sep="")]] |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\* gradients[[paste("db",l,sep="")]] |
|  | } |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",L,sep="")]] |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* gradients[[paste("db",L,sep="")]] |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",L,sep="")]] |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* gradients[[paste("db",L,sep="")]] |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  |  |
|  | # Execute a L layer Deep learning model |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : num of iterations |
|  | #output : Updated weights after each iteration |
|  |  |
|  | L\_Layer\_DeepModel <- function(X, Y, layersDimensions, |
|  | hiddenActivationFunc='relu', |
|  | outputActivationFunc= 'sigmoid', |
|  | learningRate = 0.5, |
|  | numIterations = 10000, |
|  | print\_cost=False){ |
|  | #Initialize costs vector as NULL |
|  | costs <- NULL |
|  |  |
|  | # Parameters initialization. |
|  | parameters = initializeDeepModel(layersDimensions) |
|  |  |
|  |  |
|  | # Loop (gradient descent) |
|  | for( i in 0:numIterations){ |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID/SOFTMAX. |
|  | retvals = forwardPropagationDeep(X, parameters,hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc) |
|  | AL <- retvals[['AL']] |
|  | caches <- retvals[['caches']] |
|  |  |
|  | # Compute cost. |
|  | cost <- computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[3]) |
|  |  |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, Y, caches,hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[3]) |
|  |  |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  |  |
|  | if(i%%1000 == 0){ |
|  | costs=c(costs,cost) |
|  | print(cost) |
|  | } |
|  | } |
|  |  |
|  | retvals <- list("parameters"=parameters,"costs"=costs) |
|  |  |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Execute a L layer Deep learning model with Stochastic Gradient descent |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : mini\_batch\_size |
|  | # : num of epochs |
|  | #output : Updated weights after each iteration |
|  | L\_Layer\_DeepModel\_SGD <- function(X, Y, layersDimensions, |
|  | hiddenActivationFunc='relu', |
|  | outputActivationFunc= 'sigmoid', |
|  | learningRate = .3, |
|  | mini\_batch\_size = 64, |
|  | num\_epochs = 2500, |
|  | print\_cost=False){ |
|  |  |
|  | set.seed(1) |
|  | #Initialize costs vector as NULL |
|  | costs <- NULL |
|  |  |
|  | # Parameters initialization. |
|  | parameters = initializeDeepModel(layersDimensions) |
|  | seed=10 |
|  |  |
|  | # Loop for number of epochs |
|  | for( i in 0:num\_epochs){ |
|  | seed=seed+1 |
|  | minibatches = random\_mini\_batches(X, Y, mini\_batch\_size, seed) |
|  |  |
|  | for(batch in 1:length(minibatches)){ |
|  |  |
|  | mini\_batch\_X=minibatches[[batch]][['mini\_batch\_X']] |
|  | mini\_batch\_Y=minibatches[[batch]][['mini\_batch\_Y']] |
|  | # Forward propagation: |
|  | retvals = forwardPropagationDeep(mini\_batch\_X, parameters,hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc) |
|  | AL <- retvals[['AL']] |
|  | caches <- retvals[['caches']] |
|  |  |
|  | # Compute cost. |
|  | cost <- computeCost(AL, mini\_batch\_Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  |  |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, mini\_batch\_Y, caches,hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  |  |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  | } |
|  |  |
|  | if(i%%100 == 0){ |
|  | costs=c(costs,cost) |
|  | print(cost) |
|  | } |
|  | } |
|  |  |
|  | retvals <- list("parameters"=parameters,"costs"=costs) |
|  |  |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Predict the output for given input |
|  | # Input : parameters |
|  | # : X |
|  | # Output: predictions |
|  | predict <- function(parameters, X,hiddenActivationFunc='relu'){ |
|  |  |
|  | fwdProp <- forwardPropagationDeep(X, parameters,hiddenActivationFunc) |
|  | predictions <- fwdProp$AL>0.5 |
|  |  |
|  | return (predictions) |
|  | } |
|  |  |
|  | # Predict the output |
|  | predictProba <- function(parameters, X,hiddenActivationFunc, |
|  | outputActivationFunc){ |
|  | retvals = forwardPropagationDeep(X, parameters,hiddenActivationFunc, |
|  | outputActivationFunc="softmax") |
|  | if(outputActivationFunc =="sigmoid") |
|  | predictions <- retvals$AL>0.5 |
|  | else if (outputActivationFunc =="softmax") |
|  | predictions <- apply(retvals$AL, 1,which.max) -1 |
|  |  |
|  | return (predictions) |
|  | } |
|  |  |
|  | # Plot a decision boundary |
|  | # This function uses ggplot2 |
|  | plotDecisionBoundary <- function(z,retvals,hiddenActivationFunc,lr){ |
|  | # Find the minimum and maximum for the data |
|  | xmin<-min(z[,1]) |
|  | xmax<-max(z[,1]) |
|  | ymin<-min(z[,2]) |
|  | ymax<-max(z[,2]) |
|  |  |
|  | # Create a grid of values |
|  | a=seq(xmin,xmax,length=100) |
|  | b=seq(ymin,ymax,length=100) |
|  | grid <- expand.grid(x=a, y=b) |
|  | colnames(grid) <- c('x1', 'x2') |
|  | grid1 <-t(grid) |
|  | # Predict the output for this grid |
|  | q <-predict(retvals$parameters,grid1,hiddenActivationFunc) |
|  | q1 <- t(data.frame(q)) |
|  | q2 <- as.numeric(q1) |
|  | grid2 <- cbind(grid,q2) |
|  | colnames(grid2) <- c('x1', 'x2','q2') |
|  |  |
|  | z1 <- data.frame(z) |
|  | names(z1) <- c("x1","x2","y") |
|  | atitle=paste("Decision boundary for learning rate:",lr) |
|  | # Plot the contour of the boundary |
|  | ggplot(z1) + |
|  | geom\_point(data = z1, aes(x = x1, y = x2, color = y)) + |
|  | stat\_contour(data = grid2, aes(x = x1, y = x2, z = q2,color=q2), alpha = 0.9)+ |
|  | ggtitle(atitle) |
|  | } |
|  |  |
|  | # Predict the probability scores for given data set |
|  | # Input : parameters |
|  | # : X |
|  | # Output: probability of output |
|  | computeScores <- function(parameters, X,hiddenActivationFunc='relu'){ |
|  |  |
|  | fwdProp <- forwardPropagationDeep(X, parameters,hiddenActivationFunc) |
|  | scores <- fwdProp$AL |
|  |  |
|  | return (scores) |
|  | } |
|  |  |
|  |  |
|  | random\_mini\_batches <- function(X, Y, miniBatchSize = 64, seed = 0){ |
|  |  |
|  |  |
|  | set.seed(seed) |
|  | # Get number of training samples |
|  | m = dim(X)[2] |
|  | # Initialize mini batches |
|  | mini\_batches = list() |
|  |  |
|  | # Create a list of random numbers < m |
|  | permutation = c(sample(m)) |
|  | # Randomly shuffle the training data |
|  | shuffled\_X = X[, permutation] |
|  | shuffled\_Y = Y[1, permutation] |
|  |  |
|  | # Compute number of mini batches |
|  | numCompleteMinibatches = floor(m/miniBatchSize) |
|  | batch=0 |
|  | for(k in 0:(numCompleteMinibatches-1)){ |
|  | batch=batch+1 |
|  | # Set the lower and upper bound of the mini batches |
|  | lower=(k\*miniBatchSize)+1 |
|  | upper=((k+1) \* miniBatchSize) |
|  | mini\_batch\_X = shuffled\_X[, lower:upper] |
|  | mini\_batch\_Y = shuffled\_Y[lower:upper] |
|  | # Add it to the list of mini batches |
|  | mini\_batch = list("mini\_batch\_X"=mini\_batch\_X,"mini\_batch\_Y"=mini\_batch\_Y) |
|  | mini\_batches[[batch]] =mini\_batch |
|  |  |
|  |  |
|  | } |
|  |  |
|  | # If the batch size does not divide evenly with mini batc size |
|  | if(m %% miniBatchSize != 0){ |
|  | p=floor(m/miniBatchSize)\*miniBatchSize |
|  | # Set the start and end of last batch |
|  | q=p+m %% miniBatchSize |
|  | mini\_batch\_X = shuffled\_X[,(p+1):q] |
|  | mini\_batch\_Y = shuffled\_Y[(p+1):q] |
|  | } |
|  | # Return the list of mini batches |
|  | mini\_batch = list("mini\_batch\_X"=mini\_batch\_X,"mini\_batch\_Y"=mini\_batch\_Y) |
|  | mini\_batches[[batch]]=mini\_batch |
|  |  |
|  | return(mini\_batches) |
|  | } |

DLFunctions51.py

|  |
| --- |
| import numpy as np |
|  | import matplotlib.pyplot as plt |
|  | import matplotlib |
|  | import matplotlib.pyplot as plt |
|  | from matplotlib import cm |
|  | import math |
|  |  |
|  | # Conmpute the sigmoid of a vector |
|  | def sigmoid(Z): |
|  | A=1/(1+np.exp(-Z)) |
|  | cache=Z |
|  | return A,cache |
|  |  |
|  | # Conmpute the Relu of a vector |
|  | def relu(Z): |
|  | A = np.maximum(0,Z) |
|  | cache=Z |
|  | return A,cache |
|  |  |
|  | # Conmpute the tanh of a vector |
|  | def tanh(Z): |
|  | A = np.tanh(Z) |
|  | cache=Z |
|  | return A,cache |
|  |  |
|  | # Conmpute the softmax of a vector |
|  | def softmax(Z): |
|  | # get unnormalized probabilities |
|  | exp\_scores = np.exp(Z.T) |
|  | # normalize them for each example |
|  | A = exp\_scores / np.sum(exp\_scores, axis=1, keepdims=True) |
|  | cache=Z |
|  | return A,cache |
|  |  |
|  | # Conmpute the softmax of a vector |
|  | def stableSoftmax(Z): |
|  | #Compute the softmax of vector x in a numerically stable way. |
|  | shiftZ = Z.T - np.max(Z.T,axis=1).reshape(-1,1) |
|  | exp\_scores = np.exp(shiftZ) |
|  |  |
|  | # normalize them for each example |
|  | A = exp\_scores / np.sum(exp\_scores, axis=1, keepdims=True) |
|  | cache=Z |
|  | return A,cache |
|  |  |
|  | # Compute the detivative of Relu |
|  | def reluDerivative(dA, cache): |
|  |  |
|  | Z = cache |
|  | dZ = np.array(dA, copy=True) # just converting dz to a correct object. |
|  | # When z <= 0, you should set dz to 0 as well. |
|  | dZ[Z <= 0] = 0 |
|  | return dZ |
|  |  |
|  | # Compute the derivative of sigmoid |
|  | def sigmoidDerivative(dA, cache): |
|  | Z = cache |
|  | s = 1/(1+np.exp(-Z)) |
|  | dZ = dA \* s \* (1-s) |
|  | return dZ |
|  |  |
|  | # Compute the derivative of tanh |
|  | def tanhDerivative(dA, cache): |
|  | Z = cache |
|  | a = np.tanh(Z) |
|  | dZ = dA \* (1 - np.power(a, 2)) |
|  | return dZ |
|  |  |
|  | # Compute the derivative of softmax |
|  | def softmaxDerivative(dA, cache,y,numTraining): |
|  | # Note : dA not used. dL/dZ = dL/dA \* dA/dZ = pi-yi |
|  | Z = cache |
|  | # Compute softmax |
|  | exp\_scores = np.exp(Z.T) |
|  | # normalize them for each example |
|  | probs = exp\_scores / np.sum(exp\_scores, axis=1, keepdims=True) |
|  |  |
|  | # compute the gradient on scores |
|  | dZ = probs |
|  |  |
|  | # dZ = pi- yi |
|  | dZ[range(int(numTraining)),y[:,0]] -= 1 |
|  | return(dZ) |
|  |  |
|  | # Compute the derivative of softmax |
|  | def stableSoftmaxDerivative(dA, cache,y,numTraining): |
|  | # Note : dA not used. dL/dZ = dL/dA \* dA/dZ = pi-yi |
|  | Z = cache |
|  | # Compute stable softmax |
|  | shiftZ = Z.T - np.max(Z.T,axis=1).reshape(-1,1) |
|  | exp\_scores = np.exp(shiftZ) |
|  | # normalize them for each example |
|  | probs = exp\_scores / np.sum(exp\_scores, axis=1, keepdims=True) |
|  | #print(probs) |
|  | # compute the gradient on scores |
|  | dZ = probs |
|  |  |
|  | # dZ = pi- yi |
|  | dZ[range(int(numTraining)),y[:,0]] -= 1 |
|  | return(dZ) |
|  |  |
|  |  |
|  | # Initialize the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  | def initializeModel(numFeats,numHidden,numOutput): |
|  | np.random.seed(1) |
|  | W1=np.random.randn(numHidden,numFeats)\*0.01 # Multiply by .01 |
|  | b1=np.zeros((numHidden,1)) |
|  | W2=np.random.randn(numOutput,numHidden)\*0.01 |
|  | b2=np.zeros((numOutput,1)) |
|  |  |
|  | # Create a dictionary of the neural network parameters |
|  | nnParameters={'W1':W1,'b1':b1,'W2':W2,'b2':b2} |
|  | return(nnParameters) |
|  |  |
|  |  |
|  | # Initialize model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | def initializeDeepModel(layerDimensions): |
|  | np.random.seed(3) |
|  | # note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | layerParams = {} |
|  | for l in range(1,len(layerDimensions)): |
|  | layerParams['W' + str(l)] = np.random.randn(layerDimensions[l],layerDimensions[l-1])\*0.01 # Multiply by .01 |
|  | layerParams['b' + str(l)] = np.zeros((layerDimensions[l],1)) |
|  |  |
|  | return(layerParams) |
|  | return Z, cache |
|  |  |
|  | # Compute the activation at a layer 'l' for forward prop in a Deep Network |
|  | # Input : A\_prec - Activation of previous layer |
|  | # W,b - Weight and bias matrices and vectors |
|  | # activationFunc - Activation function - sigmoid, tanh, relu etc |
|  | # Returns : The Activation of this layer |
|  | # : |
|  | # Z = W \* X + b |
|  | # A = sigmoid(Z), A= Relu(Z), A= tanh(Z) |
|  | def layerActivationForward(A\_prev, W, b, activationFunc): |
|  |  |
|  | # Compute Z |
|  | Z = np.dot(W,A\_prev) + b |
|  | forward\_cache = (A\_prev, W, b) |
|  | # Compute the activation for sigmoid |
|  | if activationFunc == "sigmoid": |
|  | A, activation\_cache = sigmoid(Z) |
|  | # Compute the activation for Relu |
|  | elif activationFunc == "relu": |
|  | A, activation\_cache = relu(Z) |
|  | # Compute the activation for tanh |
|  | elif activationFunc == 'tanh': |
|  | A, activation\_cache = tanh(Z) |
|  | elif activationFunc == 'softmax': |
|  | A, activation\_cache = stableSoftmax(Z) |
|  |  |
|  | cache = (forward\_cache, activation\_cache) |
|  | return A, cache |
|  |  |
|  | # Compute the forward propagation for layers 1..L |
|  | # Input : X - Input Features |
|  | # paramaters: Weights and biases |
|  | # hiddenActivationFunc - Activation function at hidden layers Relu/tanh |
|  | # outputActivationFunc - Activation function at output - sigmoid/softmax |
|  | # Returns : AL |
|  | # caches |
|  | # The forward propoagtion uses the Relu/tanh activation from layer 1..L-1 and sigmoid actiovation at layer L |
|  | def forwardPropagationDeep(X, parameters,hiddenActivationFunc='relu',outputActivationFunc='sigmoid'): |
|  | caches = [] |
|  | # Set A to X (A0) |
|  | A = X |
|  | L = int(len(parameters)/2) # number of layers in the neural network |
|  | # Loop through from layer 1 to upto layer L |
|  | for l in range(1, L): |
|  | A\_prev = A |
|  | # Zi = Wi x Ai-1 + bi and Ai = g(Zi) |
|  | #A, cache = layerActivationForward(A\_prev, parameters['W'+str(l)], parameters['b'+str(l)], activationFunc = "relu") |
|  | A, cache = layerActivationForward(A\_prev, parameters['W'+str(l)], parameters['b'+str(l)], activationFunc = hiddenActivationFunc) |
|  | caches.append(cache) |
|  | #print("l=",l) |
|  | #print(A) |
|  |  |
|  | # Since this is binary classification use the sigmoid activation function in |
|  | # last layer |
|  | AL, cache = layerActivationForward(A, parameters['W'+str(L)], parameters['b'+str(L)], activationFunc = outputActivationFunc) |
|  | caches.append(cache) |
|  |  |
|  | return AL, caches |
|  |  |
|  |  |
|  | # Compute the cost |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # : Y |
|  | # :outputActivationFunc - Activation function at output - sigmoid/softmax |
|  | # Output: cost |
|  | def computeCost(AL,Y,outputActivationFunc="sigmoid"): |
|  |  |
|  | if outputActivationFunc=="sigmoid": |
|  | m= float(Y.shape[1]) |
|  | # Element wise multiply for logprobs |
|  | cost=-1/m \*np.sum(Y\*np.log(AL) + (1-Y)\*(np.log(1-AL))) |
|  | cost = np.squeeze(cost) |
|  | elif outputActivationFunc=="softmax": |
|  | # Take transpose of Y for softmax |
|  | Y=Y.T |
|  | m= float(len(Y)) |
|  | # Compute log probs. Take the log prob of correct class based on output y |
|  | correct\_logprobs = -np.log(AL[range(int(m)),Y.T]) |
|  | # Conpute loss |
|  | cost = np.sum(correct\_logprobs)/m |
|  | return cost |
|  |  |
|  | # Compute the backpropoagation for 1 cycle |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  | def layerActivationBackward(dA, cache, Y, activationFunc): |
|  | forward\_cache, activation\_cache = cache |
|  | A\_prev, W, b = forward\_cache |
|  | numtraining = float(A\_prev.shape[1]) |
|  | #print("n=",numtraining) |
|  | #print("no=",numtraining) |
|  | if activationFunc == "relu": |
|  | dZ = reluDerivative(dA, activation\_cache) |
|  | elif activationFunc == "sigmoid": |
|  | dZ = sigmoidDerivative(dA, activation\_cache) |
|  | elif activationFunc == "tanh": |
|  | dZ = tanhDerivative(dA, activation\_cache) |
|  | elif activationFunc == "softmax": |
|  | dZ = stableSoftmaxDerivative(dA, activation\_cache,Y,numtraining) |
|  |  |
|  | if activationFunc == 'softmax': |
|  | dW = 1/numtraining \* np.dot(A\_prev,dZ) |
|  | db = 1/numtraining \* np.sum(dZ, axis=0, keepdims=True) |
|  | dA\_prev = np.dot(dZ,W) |
|  | else: |
|  | #print(numtraining) |
|  | dW = 1/numtraining \*(np.dot(dZ,A\_prev.T)) |
|  | #print("dW=",dW) |
|  | db = 1/numtraining \* np.sum(dZ, axis=1, keepdims=True) |
|  | #print("db=",db) |
|  | dA\_prev = np.dot(W.T,dZ) |
|  |  |
|  |  |
|  | return dA\_prev, dW, db |
|  |  |
|  | # Compute the backpropoagation for 1 cycle |
|  | # Input : AL: Output of L layer Network - weights |
|  | # # Y Real output |
|  | # # caches -- list of caches containing: |
|  | # every cache of layerActivationForward() with "relu"/"tanh" |
|  | # #(it's caches[l], for l in range(L-1) i.e l = 0...L-2) |
|  | # #the cache of layerActivationForward() with "sigmoid" (it's caches[L-1]) |
|  | # hiddenActivationFunc - Activation function at hidden layers - relu/sigmoid/tanh |
|  | # # outputActivationFunc - Activation function at output - sigmoid/softmax |
|  | # |
|  | # Returns: |
|  | # gradients -- A dictionary with the gradients |
|  | # gradients["dA" + str(l)] = ... |
|  | # gradients["dW" + str(l)] = ... |
|  |  |
|  | def backwardPropagationDeep(AL, Y, caches,hiddenActivationFunc='relu',outputActivationFunc="sigmoid"): |
|  | #initialize the gradients |
|  | gradients = {} |
|  | # Set the number of layers |
|  | L = len(caches) |
|  | m = float(AL.shape[1]) |
|  |  |
|  | if outputActivationFunc == "sigmoid": |
|  | Y = Y.reshape(AL.shape) # after this line, Y is the same shape as AL |
|  | # Initializing the backpropagation |
|  | # dl/dAL= -(y/a + (1-y)/(1-a)) - At the output layer |
|  | dAL = - (np.divide(Y, AL) - np.divide(1 - Y, 1 - AL)) |
|  | else: |
|  | dAL =0 |
|  | Y=Y.T |
|  |  |
|  | # Since this is a binary classification the activation at output is sigmoid |
|  | # Get the gradients at the last layer |
|  | # Inputs: "AL, Y, caches". |
|  | # Outputs: "gradients["dAL"], gradients["dWL"], gradients["dbL"] |
|  | current\_cache = caches[L-1] |
|  | gradients["dA" + str(L)], gradients["dW" + str(L)], gradients["db" + str(L)] = layerActivationBackward(dAL, current\_cache, Y, activationFunc = outputActivationFunc) |
|  |  |
|  | # Note dA for softmax is the transpose |
|  | if outputActivationFunc == "softmax": |
|  | gradients["dA" + str(L)] = gradients["dA" + str(L)].T |
|  | # Traverse in the reverse direction |
|  | for l in reversed(range(L-1)): |
|  | # Compute the gradients for L-1 to 1 for Relu/tanh |
|  | # Inputs: "gradients["dA" + str(l + 2)], caches". |
|  | # Outputs: "gradients["dA" + str(l + 1)] , gradients["dW" + str(l + 1)] , gradients["db" + str(l + 1)] |
|  | current\_cache = caches[l] |
|  |  |
|  | #dA\_prev\_temp, dW\_temp, db\_temp = layerActivationBackward(gradients['dA'+str(l+2)], current\_cache, activationFunc = "relu") |
|  | dA\_prev\_temp, dW\_temp, db\_temp = layerActivationBackward(gradients['dA'+str(l+2)], current\_cache, Y, activationFunc = hiddenActivationFunc) |
|  | gradients["dA" + str(l + 1)] = dA\_prev\_temp |
|  | gradients["dW" + str(l + 1)] = dW\_temp |
|  | gradients["db" + str(l + 1)] = db\_temp |
|  |  |
|  |  |
|  | return gradients |
|  |  |
|  | # Perform Gradient Descent |
|  | # Input : Weights and biases |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at output - sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | def gradientDescent(parameters, gradients, learningRate,outputActivationFunc="sigmoid"): |
|  |  |
|  | L = int(len(parameters) / 2) |
|  | # Update rule for each parameter. |
|  | for l in range(L-1): |
|  | parameters["W" + str(l+1)] = parameters['W'+str(l+1)] -learningRate\* gradients['dW' + str(l+1)] |
|  | parameters["b" + str(l+1)] = parameters['b'+str(l+1)] -learningRate\* gradients['db' + str(l+1)] |
|  |  |
|  | if outputActivationFunc=="sigmoid": |
|  | parameters["W" + str(L)] = parameters['W'+str(L)] -learningRate\* gradients['dW' + str(L)] |
|  | parameters["b" + str(L)] = parameters['b'+str(L)] -learningRate\* gradients['db' + str(L)] |
|  | elif outputActivationFunc=="softmax": |
|  | parameters["W" + str(L)] = parameters['W'+str(L)] -learningRate\* gradients['dW' + str(L)].T |
|  | parameters["b" + str(L)] = parameters['b'+str(L)] -learningRate\* gradients['db' + str(L)].T |
|  |  |
|  |  |
|  |  |
|  | return parameters |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  | # Execute a L layer Deep learning model |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh/sigmoid |
|  | # : learning rate |
|  | # : num of iteration |
|  | # : outputActivationFunc - Activation function at output - sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  |  |
|  | def L\_Layer\_DeepModel(X1, Y1, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="sigmoid", learningRate = .3, num\_iterations = 10000, print\_cost=False):#lr was 0.009 |
|  |  |
|  | np.random.seed(1) |
|  | costs = [] |
|  |  |
|  | # Parameters initialization. |
|  | parameters = initializeDeepModel(layersDimensions) |
|  |  |
|  | # Loop (gradient descent) |
|  | for i in range(0, num\_iterations): |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID. |
|  | #AL, caches = forwardPropagationDeep(X, parameters,hiddenActivationFunc) |
|  |  |
|  | # Compute cost. |
|  | #cost = computeCost(AL, Y) |
|  |  |
|  | # Backward propagation. |
|  | #gradients = backwardPropagationDeep(AL, Y, caches,hiddenActivationFunc) |
|  |  |
|  | ## Update parameters. |
|  | #parameters = gradientDescent(parameters, gradients, learning\_rate) |
|  |  |
|  | AL, caches = forwardPropagationDeep(X1, parameters,hiddenActivationFunc="relu",outputActivationFunc=outputActivationFunc) |
|  |  |
|  | # Compute cost |
|  | cost = computeCost(AL, Y1,outputActivationFunc=outputActivationFunc) |
|  | #print("Y1=",Y1.shape) |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, Y1, caches,hiddenActivationFunc="relu",outputActivationFunc=outputActivationFunc) |
|  |  |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate=learningRate,outputActivationFunc=outputActivationFunc) |
|  |  |
|  |  |
|  | # Print the cost every 100 training example |
|  | if print\_cost and i % 1000 == 0: |
|  | print ("Cost after iteration %i: %f" %(i, cost)) |
|  | if print\_cost and i % 1000 == 0: |
|  | costs.append(cost) |
|  |  |
|  | # plot the cost |
|  | plt.plot(np.squeeze(costs)) |
|  | plt.ylabel('cost') |
|  | plt.xlabel('No of iterations (x100)') |
|  | plt.title("Learning rate =" + str(learningRate)) |
|  | #plt.show() |
|  | plt.savefig("fig1",bbox\_inches='tight') |
|  |  |
|  | return parameters |
|  |  |
|  | # Execute a L layer Deep learning model Stoachastic Gradient Descent |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh/sigmoid |
|  | # : learning rate |
|  | # : num of iteration |
|  | # : outputActivationFunc - Activation function at output - sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  |  |
|  | def L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions, hiddenActivationFunc='relu', outputActivationFunc="sigmoid",learningRate = .3, mini\_batch\_size = 64, num\_epochs = 2500, print\_cost=False):#lr was 0.009 |
|  |  |
|  | np.random.seed(1) |
|  | costs = [] |
|  |  |
|  | # Parameters initialization. |
|  | parameters = initializeDeepModel(layersDimensions) |
|  | seed=10 |
|  | # Loop for number of epochs |
|  | for i in range(num\_epochs): |
|  | # Define the random minibatches. We increment the seed to reshuffle differently the dataset after each epoch |
|  | seed = seed + 1 |
|  | minibatches = random\_mini\_batches(X1, Y1, mini\_batch\_size, seed) |
|  |  |
|  | batch=0 |
|  | # Loop through each mini batch |
|  | for minibatch in minibatches: |
|  | #print("batch=",batch) |
|  | batch=batch+1 |
|  | # Select a minibatch |
|  | (minibatch\_X, minibatch\_Y) = minibatch |
|  |  |
|  | # Perfrom forward propagation |
|  | AL, caches = forwardPropagationDeep(minibatch\_X, parameters,hiddenActivationFunc="relu",outputActivationFunc=outputActivationFunc) |
|  |  |
|  | # Compute cost |
|  | cost = computeCost(AL, minibatch\_Y,outputActivationFunc=outputActivationFunc) |
|  | #print("minibatch\_Y=",minibatch\_Y.shape) |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, minibatch\_Y, caches,hiddenActivationFunc="relu",outputActivationFunc=outputActivationFunc) |
|  |  |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate=learningRate,outputActivationFunc=outputActivationFunc) |
|  |  |
|  | # Print the cost every 1000 epoch |
|  | if print\_cost and i % 100 == 0: |
|  | print ("Cost after epoch %i: %f" %(i, cost)) |
|  | if print\_cost and i % 100 == 0: |
|  | costs.append(cost) |
|  |  |
|  | # plot the cost |
|  | plt.plot(np.squeeze(costs)) |
|  | plt.ylabel('cost') |
|  | plt.xlabel('No of iterations') |
|  | plt.title("Learning rate =" + str(learningRate)) |
|  | #plt.show() |
|  | plt.savefig("fig1",bbox\_inches='tight') |
|  |  |
|  | return parameters |
|  |  |
|  |  |
|  | # Create random mini batches |
|  | def random\_mini\_batches(X, Y, miniBatchSize = 64, seed = 0): |
|  |  |
|  | np.random.seed(seed) |
|  | # Get number of training samples |
|  | m = X.shape[1] |
|  | # Initialize mini batches |
|  | mini\_batches = [] |
|  |  |
|  | # Create a list of random numbers < m |
|  | permutation = list(np.random.permutation(m)) |
|  | # Randomly shuffle the training data |
|  | shuffled\_X = X[:, permutation] |
|  | shuffled\_Y = Y[:, permutation].reshape((1,m)) |
|  |  |
|  | # Compute number of mini batches |
|  | numCompleteMinibatches = math.floor(m/miniBatchSize) |
|  |  |
|  | # For the number of mini batches |
|  | for k in range(0, numCompleteMinibatches): |
|  |  |
|  | # Set the start and end of each mini batch |
|  | mini\_batch\_X = shuffled\_X[:, k\*miniBatchSize : (k+1) \* miniBatchSize] |
|  | mini\_batch\_Y = shuffled\_Y[:, k\*miniBatchSize : (k+1) \* miniBatchSize] |
|  |  |
|  | mini\_batch = (mini\_batch\_X, mini\_batch\_Y) |
|  | mini\_batches.append(mini\_batch) |
|  |  |
|  |  |
|  | #if m % miniBatchSize != 0:. The batch does not evenly divide by the mini batch |
|  | if m % miniBatchSize != 0: |
|  | l=math.floor(m/miniBatchSize)\*miniBatchSize |
|  | # Set the start and end of last mini batch |
|  | m=l+m % miniBatchSize |
|  | mini\_batch\_X = shuffled\_X[:,l:m] |
|  | mini\_batch\_Y = shuffled\_Y[:,l:m] |
|  |  |
|  | mini\_batch = (mini\_batch\_X, mini\_batch\_Y) |
|  | mini\_batches.append(mini\_batch) |
|  |  |
|  | return mini\_batches |
|  |  |
|  | # Plot a decision boundary |
|  | # Input : Input Model, |
|  | # X |
|  | # Y |
|  | # sz - Num of hiden units |
|  | # lr - Learning rate |
|  | # Fig to be saved as |
|  | # Returns Null |
|  | def plot\_decision\_boundary(model, X, y,lr,fig): |
|  | # Set min and max values and give it some padding |
|  | x\_min, x\_max = X[0, :].min() - 1, X[0, :].max() + 1 |
|  | y\_min, y\_max = X[1, :].min() - 1, X[1, :].max() + 1 |
|  | colors=['black','yellow'] |
|  | cmap = matplotlib.colors.ListedColormap(colors) |
|  | h = 0.01 |
|  | # Generate a grid of points with distance h between them |
|  | xx, yy = np.meshgrid(np.arange(x\_min, x\_max, h), np.arange(y\_min, y\_max, h)) |
|  | # Predict the function value for the whole grid |
|  | Z = model(np.c\_[xx.ravel(), yy.ravel()]) |
|  | Z = Z.reshape(xx.shape) |
|  | # Plot the contour and training examples |
|  | plt.contourf(xx, yy, Z, cmap="coolwarm") |
|  | plt.ylabel('x2') |
|  | plt.xlabel('x1') |
|  | plt.scatter(X[0, :], X[1, :], c=y, s=7,cmap=cmap) |
|  | plt.title("Decision Boundary for learning rate:"+lr) |
|  | #plt.show() |
|  | plt.savefig(fig, bbox\_inches='tight') |
|  |  |
|  | def predict(parameters, X): |
|  | A2, cache = forwardPropagationDeep(X, parameters) |
|  | predictions = (A2>0.5) |
|  | return predictions |
|  |  |
|  | def predict\_proba(parameters, X,outputActivationFunc="sigmoid"): |
|  | A2, cache = forwardPropagationDeep(X, parameters) |
|  | if outputActivationFunc=="sigmoid": |
|  | proba=A2 |
|  | elif outputActivationFunc=="softmax": |
|  | proba=np.argmax(A2, axis=0).reshape(-1,1) |
|  | print("A2=",A2.shape) |
|  | return proba |
|  |  |
|  |  |
|  | # Plot a decision boundary |
|  | # Input : Input Model, |
|  | # X |
|  | # Y |
|  | # sz - Num of hiden units |
|  | # lr - Learning rate |
|  | # Fig to be saved as |
|  | # Returns Null |
|  | def plot\_decision\_surface(model, X, y,sz,lr,fig): |
|  | # Set min and max values and give it some padding |
|  | x\_min, x\_max = X[0, :].min() - 1, X[0, :].max() + 1 |
|  | y\_min, y\_max = X[1, :].min() - 1, X[1, :].max() + 1 |
|  | z\_min, z\_max = X[2, :].min() - 1, X[2, :].max() + 1 |
|  | colors=['black','gold'] |
|  | cmap = matplotlib.colors.ListedColormap(colors) |
|  | h = 3 |
|  | # Generate a grid of points with distance h between them |
|  | xx, yy, zz = np.meshgrid(np.arange(x\_min, x\_max, h), np.arange(y\_min, y\_max, h), np.arange(z\_min, z\_max, h)) |
|  | # Predict the function value for the whole grid |
|  | a=np.c\_[xx.ravel(), yy.ravel(), zz.ravel()] |
|  |  |
|  | Z = predict(parameters,a.T) |
|  | Z = Z.reshape(xx.shape) |
|  | # Plot the contour and training examples |
|  | #plt.contourf(xx, yy, Z, cmap=plt.cm.Spectral) |
|  | fig = plt.figure() |
|  | ax = plt.axes(projection='3d') |
|  | ax.contour3D(xx, yy, Z, 50, cmap='binary') |
|  | #plt.ylabel('x2') |
|  | #plt.xlabel('x1') |
|  | plt.scatter(X[0, :], X[1, :], c=y, cmap=cmap) |
|  | plt.title("Decision Boundary for hidden layer size:" + sz +" and learning rate:"+lr) |
|  | plt.show() |
|  |  |
|  | def plotSurface(X,parameters): |
|  |  |
|  | #xx, yy, zz = np.meshgrid(np.arange(10), np.arange(10), np.arange(10)) |
|  | x\_min, x\_max = X[0, :].min() - 1, X[0, :].max() + 1 |
|  | y\_min, y\_max = X[1, :].min() - 1, X[1, :].max() + 1 |
|  | z\_min, z\_max = X[2, :].min() - 1, X[2, :].max() + 1 |
|  | colors=['red'] |
|  | cmap = matplotlib.colors.ListedColormap(colors) |
|  | h = 1 |
|  | xx, yy, zz = np.meshgrid(np.arange(x\_min, x\_max, h), np.arange(y\_min, y\_max, h), |
|  | np.arange(z\_min, z\_max, h)) |
|  | # For the meh grid values predict a model |
|  | a=np.c\_[xx.ravel(), yy.ravel(), zz.ravel()] |
|  | Z = predict(parameters,a.T) |
|  | r=Z.T |
|  | r1=r.reshape(xx.shape) |
|  | # Find teh values for which the repdiction is 1 |
|  | xx1=xx[r1] |
|  | yy1=yy[r1] |
|  | zz1=zz[r1] |
|  | # Plot these values |
|  | ax = plt.axes(projection='3d') |
|  | #ax.plot\_trisurf(xx1, yy1, zz1, cmap='bone', edgecolor='none'); |
|  | ax.scatter3D(xx1, yy1,zz1, c=zz1,s=10,cmap=cmap) |
|  | #ax.plot\_surface(xx1, yy1, zz1, 'gray') |

Load\_mnist.Py

|  |
| --- |
| """ |
|  | import os |
|  | import struct |
|  | import numpy as np |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  | def read(dataset = "training", path = "."): |
|  | """ |
|  | Python function for importing the MNIST data set. It returns an iterator |
|  | of 2-tuples with the first element being the label and the second element |
|  | being a numpy.uint8 2D array of pixel data for the given image. |
|  | """ |
|  |  |
|  | if dataset is "training": |
|  | fname\_img = os.path.join(path, 'train-images.idx3-ubyte') |
|  | fname\_lbl = os.path.join(path, 'train-labels.idx1-ubyte') |
|  | elif dataset is "testing": |
|  | fname\_img = os.path.join(path, 't10k-images.idx3-ubyte') |
|  | fname\_lbl = os.path.join(path, 't10k-labels.idx1-ubyte') |
|  | else: |
|  | raise(ValueError, "dataset must be 'testing' or 'training'") |
|  |  |
|  | print(os.getcwd()) |
|  | print(fname\_img) |
|  | print(fname\_lbl) |
|  |  |
|  | # Load everything in some numpy arrays |
|  | with open(fname\_lbl, 'rb') as flbl: |
|  | magic, num = struct.unpack(">II", flbl.read(8)) |
|  | lbl = np.fromfile(flbl, dtype=np.int8) |
|  |  |
|  | with open(fname\_img, 'rb') as fimg: |
|  | magic, num, rows, cols = struct.unpack(">IIII", fimg.read(16)) |
|  | img = np.fromfile(fimg, dtype=np.uint8).reshape(len(lbl), rows, cols) |
|  |  |
|  | get\_img = lambda idx: (lbl[idx], img[idx]) |
|  |  |
|  | # Create an iterator which returns each image in turn |
|  | for i in range(len(lbl)): |
|  | yield get\_img(i) |
|  |  |
|  | def show(image): |
|  | """ |
|  | Render a given numpy.uint8 2D array of pixel data. |
|  | """ |
|  | from matplotlib import pyplot |
|  | import matplotlib as mpl |
|  | fig = pyplot.figure() |
|  | ax = fig.add\_subplot(1,1,1) |
|  | imgplot = ax.imshow(image, cmap=mpl.cm.Greys) |
|  | imgplot.set\_interpolation('nearest') |
|  | ax.xaxis.set\_ticks\_position('top') |
|  | ax.yaxis.set\_ticks\_position('left') |
|  | pyplot.show() |

MNIST.R

|  |
| --- |
| load\_mnist <- function() { |
|  | load\_image\_file <- function(filename) { |
|  | ret = list() |
|  | f = file(filename,'rb') |
|  | readBin(f,'integer',n=1,size=4,endian='big') |
|  | ret$n = readBin(f,'integer',n=1,size=4,endian='big') |
|  | nrow = readBin(f,'integer',n=1,size=4,endian='big') |
|  | ncol = readBin(f,'integer',n=1,size=4,endian='big') |
|  | x = readBin(f,'integer',n=ret$n\*nrow\*ncol,size=1,signed=F) |
|  | ret$x = matrix(x, ncol=nrow\*ncol, byrow=T) |
|  | close(f) |
|  | ret |
|  | } |
|  | load\_label\_file <- function(filename) { |
|  | f = file(filename,'rb') |
|  | readBin(f,'integer',n=1,size=4,endian='big') |
|  | n = readBin(f,'integer',n=1,size=4,endian='big') |
|  | y = readBin(f,'integer',n=n,size=1,signed=F) |
|  | close(f) |
|  | y |
|  | } |
|  | train <<- load\_image\_file('./mnist/train-images.idx3-ubyte') |
|  | test <<- load\_image\_file('./mnist/t10k-images.idx3-ubyte') |
|  |  |
|  | train$y <<- load\_label\_file('./mnist/train-labels.idx1-ubyte') |
|  | test$y <<- load\_label\_file('./mnist/t10k-labels.idx1-ubyte') |
|  | } |
|  |  |
|  |  |
|  | show\_digit <- function(arr784, col=gray(12:1/12), ...) { |
|  | image(matrix(arr784, nrow=28)[,28:1], col=col, ...) |
|  | } |

**Conclusion**

Building a Deep Learning Network from scratch is quite challenging, time-consuming but nevertheless an exciting task.  While the statements in the different languages for manipulating matrices, summing up columns, finding columns which have ones don’t take more than a single statement, extreme care has to be taken to ensure that the statements work well for any dimension.  The lessons learnt from creating L -Layer Deep Learning network  are many and well worth it. Give it a try!